**ArrayList java apl**

**Api 사용해보기 (1)**

ArrayList는 java.util.ArrayList에 포함되어 있습니다. ArrayList를 사용하기 위해 java.util.ArrayList를 import하세요.

해답설명

|  |  |
| --- | --- |
| 3  4  5  6  7  8  9  10 | // ArrayList를 import 하세요.  import  public class MainRunner  {  public static void main(String[] args)  {  return ;  }  } |

**Api 사용해보기 (2)**

이제 ArrayList 객체를 만들어 봅시다. 빈칸을 채워 String을 담는 ArrayList인 myarrlist를 만들어보세요.

예를 들어, Integer를 담는 ArrayList인 numbers를 만드는 방법은 아래와 같습니다.

ArrayList<Integer> numbers = new ArrayList<>();

해답설명

|  |
| --- |
|  |

import java.util.ArrayList;

public class MainRunner

{

public static void main(String[] args)

{

ArrayList< ![](data:image/x-wmf;base64,183GmgAAAAAAAEQAHgB4AAAAAAAzVwEACQAAA/IAAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAh4ARAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAB4AAgAAAEIACQAAAB0GIQDwAAIAQgAcAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAcAAIAAAAAAAkAAAAdBiEA8AACAEAAAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAGgABAAIAQQAJAAAAHQYhAPAAAQA/ABsAAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABkAAQACAAIACQAAAB0GIQDwAAEAPgACAAMABQAAAAsCAAAAAAUAAAAMAh4ARAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwBBABsAHAAAAPsC9P8AAAAAAACQAQAAAIEAQAAisby4sgAvZr7/////SLn3rv9/AAAAAAAAAAAAABMOCsEEAAAALQEEAAUAAAAJAgAAAAAUAAAAMgoFAA8ABgAEAAMABQBBABEAU3RyaW5nCAADAAQAAwAHAAcABAAAACcB//8DAAAAAAA=) > my\_arr\_list = new ![](data:image/x-wmf;base64,183GmgAAAAAAAKAAHgB4AAAAAADXVwEACQAAAwcBAAAFACkAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAh4AoAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAB4AAgAAAJ4ACQAAAB0GIQDwAAIAngAcAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAcAAIAAAAAAAkAAAAdBiEA8AACAJwAAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAGgABAAIAnQAJAAAAHQYhAPAAAQCbABsAAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABkAAQACAAIACQAAAB0GIQDwAAEAmgACAAMABQAAAAsCAAAAAAUAAAAMAh4AoAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwCdABsAHAAAAPsC9P8AAAAAAACQAQAAAIEAQAAisby4sgAkZrb/////SLn3rv9/AAAAAAAAAAAAABMOCsEEAAAALQEEAAUAAAAJAgAAAAApAAAAMgoFAA8AFAAEAAMABQCdABEAQXJyYXlMaXN0PFN0cmluZz4oKTsIAAQABAAHAAcABwADAAcAAwAIAAgAAwAEAAMABwAHAAgABQAFAAQABAAAACcB//8DAAAAAAA=)

return;

}

}

**Api 사용해보기 (3)**

myarrlist에 "hello", "java", "world!" 를 추가해봅시다. add 메소드를 쓰면 ArrayList에 원소를 추가할 수 있습니다.

엘리먼트를 추가할 때는 add 메소드를 사용합니다. 아래의 예를 참고하여 문제를 해결해 보세요.

ArrayList<Integer> numbers = new ArrayList<>();

numbers.add(10);

numbers.add(20);

numbers.add(30);

해답설명

|  |  |
| --- | --- |
| 2  3  4  5  6  7  8  9  10  11  12  13  14  15 | import java.util.ArrayList;  public class MainRunner  {  public static void main(String[] args)  {  ArrayList<String> my\_arr\_list = new ArrayList<String>();  // add 메소드를 세 번 호출해 "hello", "java", "world!"를 추가해보세요.        } |

**Api 사용해보기 (4)**

특정 인덱스에 위치하는 엘리먼트를 삭제할 때는 remove를 사용합니다. remove를 사용해 2번째 원소를 삭제하세요.

remove는 아래와 같이 사용합니다. 아래의 예를 참고하여 문제를 해결해 보세요.

numbers.remove(3); // numbers의 세 번째 원소를 삭제합니다.

해답 설명

|  |  |
| --- | --- |
| 2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | import java.util.ArrayList;  public class MainRunner  {  public static void main(String[] args)  {  ArrayList<String> my\_arr\_list = new ArrayList<String>();  my\_arr\_list.add("hello");  my\_arr\_list.add("java");  my\_arr\_list.add("world!");  // 2번째 원소인 "world!"를 삭제하세요.    }  } |

**Api 사용해보기 (5)**

엘리먼트를 가져올 때는 get을 사용합니다. get을 써 myarrlist의 1번째 원소를 출력해보세요.

특정 인덱스에 위치한 엘리먼트를 가져오기 위해 get을 이용하는 문제입니다. 아래의 예를 참고하여 문제를 해결해 보세요.

numbers.get(2); // numbers의 두 번째 엘리먼트를 가져옵니다.

해답설명

|  |  |
| --- | --- |
| 2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | import java.util.ArrayList;  public class MainRunner  {  public static void main(String[] args)  {  ArrayList<String> my\_arr\_list = new ArrayList<String>();  my\_arr\_list.add("hello");  my\_arr\_list.add("java");  my\_arr\_list.add("world!");  // my\_arr\_list의 1번째 원소 "java"를 출력해보세요.  System.out.println(  );  }  } |

**자바 api 반복문 쓰기 (1)**

자바에서는 ArrayList를 탐색하기 위한 방법으로 iterator을 제공합니다. 이것은 주로 객체지향 프로그래밍에서 사용하는 반복기법입니다. myarraylist의 Iterator 객체 it을 만들어 주세요.

해답설명

import java.util.ArrayList;

import java.util.Iterator;

public class MainRunner

{

public static void main(String[] args)

{

ArrayList<String> my\_arr\_list = new ArrayList<String>();

my\_arr\_list.add("hello");

my\_arr\_list.add("java");

my\_arr\_list.add("world!");

// my\_arr\_list의 iterator it을 초기화하세요.

Iterator< ![](data:image/x-wmf;base64,183GmgAAAAAAAEQAHgB4AAAAAAAzVwEACQAAA/IAAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAh4ARAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAB4AAgAAAEIACQAAAB0GIQDwAAIAQgAcAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAcAAIAAAAAAAkAAAAdBiEA8AACAEAAAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAGgABAAIAQQAJAAAAHQYhAPAAAQA/ABsAAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABkAAQACAAIACQAAAB0GIQDwAAEAPgACAAMABQAAAAsCAAAAAAUAAAAMAh4ARAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwBBABsAHAAAAPsC9P8AAAAAAACQAQAAAIEAQAAisby4sgAwZrT/////SLn3rv9/AAAAAAAAAAAAABMOCsEEAAAALQEEAAUAAAAJAgAAAAAUAAAAMgoFAA8ABgAEAAMABQBBABEAU3RyaW5nCAADAAQAAwAHAAcABAAAACcB//8DAAAAAAA=) > it = ![](data:image/x-wmf;base64,183GmgAAAAAAALUAHgB4AAAAAADCVwEACQAAAwwBAAAFAC4AAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAh4AtQADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAB4AAgAAALMACQAAAB0GIQDwAAIAswAcAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAcAAIAAAAAAAkAAAAdBiEA8AACALEAAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAGgABAAIAsgAJAAAAHQYhAPAAAQCwABsAAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABkAAQACAAIACQAAAB0GIQDwAAEArwACAAMABQAAAAsCAAAAAAUAAAAMAh4AtQAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwCyABsAHAAAAPsC9P8AAAAAAACQAQAAAIEAQAAisby4sgAnZq7/////SLn3rv9/AAAAAAAAAAAAABMOCsEEAAAALQEEAAUAAAAJAgAAAAAuAAAAMgoFAA8AFwAEAAMABQCyABEAbXlfYXJyX2xpc3QuaXRlcmF0b3IoKTsACwAHAAYABwAEAAQABgADAAMABwADAAQAAwADAAcABAAHAAMABwAEAAUABQAEAAQAAAAnAf//AwAAAAAA)

}

}

**JAVA API 반복문쓰기 (2)**

Iterator 객체를 만들었으니, while문으로 myarrlist의 모든 원소를 출력해봅시다. 다음 가이드를 보고 코드의 빈 부분을 완성하세요.

* 이터레이터의 hasNext() 메소드를 쓰면 더 순회할 엘레먼트가 있는지 알 수 있습니다.
* 이터레이터의 it.next() 메소드를 쓰면 다음 엘레먼트를 갖고 올 수 있습니다.

|  |  |
| --- | --- |
| 2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23 | import java.util.ArrayList;  import java.util.Iterator;  public class MainRunner  {  public static void main(String[] args)  {  ArrayList<String> my\_arr\_list = new ArrayList<String>();  my\_arr\_list.add("hello");  my\_arr\_list.add("java");  my\_arr\_list.add("world!");  Iterator<String> it = my\_arr\_list.iterator();  // while문으로 my\_arr\_list의 모든 원소를 출력해봅시다.  while(  )  {  System.out.println(  );  }  }  } |

해답설명

**ArrayList 직접 구현하기- 생성과 원소 추가**

**객체생성하기**

###### 문제 설명

이번 실습에는 배열으로 ArrayList를 구현할겁니다.

ArrayList class의 private 멤버 변수로, Object를 담는 배열 elementData를 만드세요. elementData를의 length는 자유롭게 정해보세요.

해답 설명

|  |  |
| --- | --- |
| 2  3  4  5  6 | class ArrayList  {  private int size = 0;  // object[] 타입 private 멤버변수 elementData를 만드세요  private  elementData =  } |

**데이터 추가하기- 마지막위치에 추가하기(1)**

###### 문제 설명

Object 타입 원소 하나를 맨 마지막 위치에 추가하는 메소드 addLast를 만들려고합니다.

우선, Object 타입을 인자로 받는 빈 public 메소드, addLast를 만들어 보세요.

해답 설명

public class MainRunner

{

public static void main(String[] args)

{

ArrayList arraylist = new ArrayList();

arraylist.addLast(30);

return ;

}

}

**마지막 위치에 추가하기(2)**

###### 문제 설명

Object 타입 원소 하나를 맨 마지막 위치에 추가하는 메소드 addLast를 만들려고합니다. 빈칸을 알맞게 채워 문제를 해결해 보세요

해답설명

class ArrayList {

private int size = 0;

private Object[] elementData = new Object[50];

public boolean addLast(Object e)

{

// elementData의 마지막 위치에 인자 e를 추가하세요.

elementData[ ![](data:image/x-wmf;base64,183GmgAAAAAAADQAHgB4AAAAAABDVwEACQAAA+8AAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAh4ANAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAB4AAgAAADIACQAAAB0GIQDwAAIAMgAcAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAcAAIAAAAAAAkAAAAdBiEA8AACADAAAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAGgABAAIAMQAJAAAAHQYhAPAAAQAvABsAAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABkAAQACAAIACQAAAB0GIQDwAAEALgACAAMABQAAAAsCAAAAAAUAAAAMAh4ANAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwAxABsAHAAAAPsC9P8AAAAAAACQAQAAAIEAQAAisby4sgAtZlUAAAAASLn3rv9/AAAAAAAAAAAAABMOCsEEAAAALQEEAAUAAAAJAgAAAAARAAAAMgoFAA8ABAAEAAMABQAxABEAc2l6ZQcAAwAHAAcABAAAACcB//8DAAAAAAA=) ] = ![](data:image/x-wmf;base64,183GmgAAAAAAACQAHgB4AAAAAABTVwEACQAAA+wAAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAh4AJAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAB4AAgAAACIACQAAAB0GIQDwAAIAIgAcAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAcAAIAAAAAAAkAAAAdBiEA8AACACAAAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAGgABAAIAIQAJAAAAHQYhAPAAAQAfABsAAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABkAAQACAAIACQAAAB0GIQDwAAEAHgACAAMABQAAAAsCAAAAAAUAAAAMAh4AJAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwAhABsAHAAAAPsC9P8AAAAAAACQAQAAAIEAQAAisby4sgAsZh0AAAAASLn3rv9/AAAAAAAAAAAAABMOCsEEAAAALQEEAAUAAAAJAgAAAAAOAAAAMgoFAA8AAgAEAAMABQAhABEAZTsHAAQABAAAACcB//8DAAAAAAA=)

// size를 1 증가시키세요.

![](data:image/x-wmf;base64,183GmgAAAAAAAEwAHgB4AAAAAAA7VwEACQAAA/QAAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAh4ATAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAB4AAgAAAEoACQAAAB0GIQDwAAIASgAcAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAcAAIAAAAAAAkAAAAdBiEA8AACAEgAAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAGgABAAIASQAJAAAAHQYhAPAAAQBHABsAAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABkAAQACAAIACQAAAB0GIQDwAAEARgACAAMABQAAAAsCAAAAAAUAAAAMAh4ATAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwBJABsAHAAAAPsC9P8AAAAAAACQAQAAAIEAQAAisby4sgAtZk0AAAAASLn3rv9/AAAAAAAAAAAAABMOCsEEAAAALQEEAAUAAAAJAgAAAAAWAAAAMgoFAA8ABwAEAAMABQBJABEAc2l6ZSsrOwAHAAMABwAHAAYABgAEAAQAAAAnAf//AwAAAAAA)

return true;

}

}

**데이터추가하기 – 중간위치에 추가하기(1)**

###### 문제 설명

데이터를 중간에 추가하려면 데이터를 추가하려는 위치와 추가하려는 데이터가 필요합니다.  
데이터를 추가하려는 위치인 index(int 타입)과 추가하려는 데이터 element(Object 타입)를 인자로 받는 add 함수를 완성해보세요. add 함수는 public함수이며, boolean을 리턴합니다.

해답설명

class ArrayList {

private int size = 0;

private Object[] elementData = new Object[50];

public boolean addLast(Object element)

{

elementData[size++] = element;

return true;

}

// int 타입 index와 Object 타입 element를 인자로 받는 public 함수 add를 완성하세요.

// add 함수는 boolean을 리턴합니다.

public ![](data:image/x-wmf;base64,183GmgAAAAAAAB0BHgB4AAAAAABqVgEACQAAAyIBAAAFAEQAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAh4AHQEDAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAB4AAgAAABsBCQAAAB0GIQDwAAIAGwEcAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAcAAIAAAAAAAkAAAAdBiEA8AACABkBAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAGgABAAIAGgEJAAAAHQYhAPAAAQAYARsAAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABkAAQACAAIACQAAAB0GIQDwAAEAFwECAAMABQAAAAsCAAAAAAUAAAAMAh4AHQEFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwAaARsAHAAAAPsC9P8AAAAAAACQAQAAAIEAQAAisby4sgApZsn/////SLn3rv9/AAAAAAAAAAAAABMOCsEEAAAALQEEAAUAAAAJAgAAAABEAAAAMgoFAA8AJgAEAAMABQAaAREAYm9vbGVhbiBhZGQoaW50IGluZGV4LCBPYmplY3QgZWxlbWVudCkHAAcABwADAAcABwAHAAQABwAHAAcABQADAAcAAwAEAAMABwAHAAcABwAEAAQACQAHAAMABwAHAAMABAAHAAMABwALAAcABwADAAUABAAAACcB//8DAAAAAAA=)

{

return true;

}

}

**중간위치에 추가하기(2)**

###### 문제 설명

데이터를 중간에 추가하려면 먼저 데이터를 추가할 빈 공간을 확보해야 합니다. index번째 위치에 빈 공간을 확보하려면, 원래 index번째에 있던 데이터와, 그 뒤에 있던 데이터를 뒤로 밀어줘야합니다.

for문을 이용해, 끝부터 index번째까지의 데이터를 한칸씩 뒤로 이동시키는 코드를 작성해보세요.

해답설명

|  |  |
| --- | --- |
| 2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21 | class ArrayList {  private int size = 0;  private Object[] elementData = new Object[50];  public boolean addLast(Object e)  {  elementData[size++] = e;  return true;  }  public boolean add(int index, Object element)  {  //끝부터 index번째까지의 데이터를 한칸씩 뒤로 이동시키세요.  for(int i=size-1;  ; i--)  {  elementData[  ] = elementData[  ];  }  return true;  }  } |

**중간위치에 추가하기 (3)**

###### 문제 설명

이제 빈 공간을 확보했으니, index에 노드를 추가해봅시다. addLast때와 마찬가지로, 마지막에 size를 하나 증가시키는 것도 잊지 마세요.

해답설명

class ArrayList {

private int size = 0;

private Object[] elementData = new Object[50];

public boolean addLast(Object e)

{

elementData[size++] = e;

return true;

}

public boolean add(int index, Object element)

{

for (int i = size - 1; i >= index; i--) {

elementData[i + 1] = elementData[i];

}

//elementData의 index에 데이터를 추가하세요.

![](data:image/x-wmf;base64,183GmgAAAAAAANEAHgB4AAAAAACmVwEACQAAAxIBAAAFADQAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAh4A0QADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAB4AAgAAAM8ACQAAAB0GIQDwAAIAzwAcAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAcAAIAAAAAAAkAAAAdBiEA8AACAM0AAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAGgABAAIAzgAJAAAAHQYhAPAAAQDMABsAAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABkAAQACAAIACQAAAB0GIQDwAAEAywACAAMABQAAAAsCAAAAAAUAAAAMAh4A0QAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwDOABsAHAAAAPsC9P8AAAAAAACQAQAAAIEAQAAisby4sgAoZvf/////SLn3rv9/AAAAAAAAAAAAABMOCsEEAAAALQEEAAUAAAAJAgAAAAA0AAAAMgoFAA8AGwAEAAMABQDOABEAZWxlbWVudERhdGFbaW5kZXhdPWVsZW1lbnQ7AAcAAwAHAAsABwAHAAMACAAHAAMABwAGAAMABwAHAAcABwAGAAYABwADAAcACwAHAAcAAwAEAAQAAAAnAf//AwAAAAAA)

//size를 1 증가하세요.

![](data:image/x-wmf;base64,183GmgAAAAAAAEwAHgB4AAAAAAA7VwEACQAAA/QAAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAh4ATAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAB4AAgAAAEoACQAAAB0GIQDwAAIASgAcAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAcAAIAAAAAAAkAAAAdBiEA8AACAEgAAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAGgABAAIASQAJAAAAHQYhAPAAAQBHABsAAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABkAAQACAAIACQAAAB0GIQDwAAEARgACAAMABQAAAAsCAAAAAAUAAAAMAh4ATAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwBJABsAHAAAAPsC9P8AAAAAAACQAQAAAIEAQAAisby4sgAtZvD/////SLn3rv9/AAAAAAAAAAAAABMOCsEEAAAALQEEAAUAAAAJAgAAAAAWAAAAMgoFAA8ABwAEAAMABQBJABEAc2l6ZSsrOwAHAAMABwAHAAYABgAEAAQAAAAnAf//AwAAAAAA)

return true;

}

}

**데이터 추가하기 – 처음에 추가하기**

###### 문제 설명

이번엔 첫번째 위치에 데이터를 추가하는 addFirst 메소드를 구현해 봅시다. addFirst 메소드는 모든 데이터를 뒤로 한 칸씩 민 후, 새로운 데이터를 맨 앞에 추가해야하는데요. add 함수와 왠지 비슷하지 않나요? add 메소드를 이용해 addFirst 함수를 구현해보세요.

해답설명

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | class ArrayList {  private int size = 0;  private Object[] elementData = new Object[50];  public boolean addLast(Object e)  {  elementData[size++] = e;  return true;  }  public boolean add(int index, Object element)  {  for (int i = size - 1; i >= index; i--) {  elementData[i + 1] = elementData[i];  }  elementData[index] = element;  size++;  return true;  }  public boolean addFirst(Object element)  {  // add 메소드를 이용해서 데이터를 첫번째 위치에 저장하는 addFirst함수를 구현하세요.  return add(  );  }  } |

**ArrayList 직접 구현하기- 데이터 확인하기**

**데이터 가져오기**

###### 문제 설명

데이터를 아무리 많이 저장해도 저장한 데이터를 불러올 수 없다면 무슨 소용일까요? n번째에 위치한 데이터를 불러오는 get 메소드를 만들어 봅시다. 다음 조건에 맞춰, get 메소드 안의 빈 칸을 채워보세요.

* get 메소드는 elementData의 원소와 같은 타입을 리턴한다.
* get 메소드는 인자 index번째의 원소를 리턴한다.

해답설명

class ArrayList {

private int size = 0;

private Object[] elementData = new Object[50];

// index에 위치한 데이터를 가져오는 get 함수를 완성하세요.

public ![](data:image/x-wmf;base64,183GmgAAAAAAAEQAHgB4AAAAAAAzVwEACQAAA/IAAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAh4ARAADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAB4AAgAAAEIACQAAAB0GIQDwAAIAQgAcAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAcAAIAAAAAAAkAAAAdBiEA8AACAEAAAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAGgABAAIAQQAJAAAAHQYhAPAAAQA/ABsAAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABkAAQACAAIACQAAAB0GIQDwAAEAPgACAAMABQAAAAsCAAAAAAUAAAAMAh4ARAAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwBBABsAHAAAAPsC9P8AAAAAAACQAQAAAIEAQAAisby4sgAqZgUAAAAASLn3rv9/AAAAAAAAAAAAABMOCsEEAAAALQEEAAUAAAAJAgAAAAAUAAAAMgoFAA8ABgAEAAMABQBBABEAT2JqZWN0CQAHAAMABwAHAAMABAAAACcB//8DAAAAAAA=) get(int index)

{

return ![](data:image/x-wmf;base64,183GmgAAAAAAAJIAHgB4AAAAAADlVwEACQAAAwQBAAAFACYAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAh4AkgADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAB4AAgAAAJAACQAAAB0GIQDwAAIAkAAcAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAcAAIAAAAAAAkAAAAdBiEA8AACAI4AAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAGgABAAIAjwAJAAAAHQYhAPAAAQCNABsAAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABkAAQACAAIACQAAAB0GIQDwAAEAjAACAAMABQAAAAsCAAAAAAUAAAAMAh4AkgAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwCPABsAHAAAAPsC9P8AAAAAAACQAQAAAIEAQAAisby4sgATZjYAAAAASLn3rv9/AAAAAAAAAAAAABMOCsEEAAAALQEEAAUAAAAJAgAAAAAmAAAAMgoFAA8AEgAEAAMABQCPABEAZWxlbWVudERhdGFbaW5kZXhdBwADAAcACwAHAAcAAwAIAAcAAwAHAAYAAwAHAAcABwAHAAYABAAAACcB//8DAAAAAAA=) ;

}

public boolean addLast(Object e)

{

elementData[size++] = e;

return true;

}

public boolean add(int index, Object element)

{

for (int i = size - 1; i >= index; i--) {

elementData[i + 1] = elementData[i];

}

elementData[index] = element;

size++;

return true;

}

public boolean addFirst(Object element)

{

return add(0, element);

}

}

**데이터 확인하기**

###### 문제 설명

toString 메소드를 오버라이드하면 클래스 또는 객체를 대표하는 문자열을 커스터마이즈할 수 있습니다. toString 메소드를 오버라이드 해 System.out.println(arraylist)와 같이 저장된 데이터를 한 번에 확인할 수 있게 해주세요.

예를 들어 순서대로 1, 2, 3, 4, 5가 저장된 ArrayList의 경우 "[1,2,3,4,5]" 를 리턴하면 됩니다.

해답설명

class ArrayList {

private int size = 0;

private Object[] elementData = new Object[50];

public Object get(int index)

{

return elementData[index];

}

public String toString()

{

// 저장된 데이터를 한 번에 확인할 수 있게 toString을 구현해보세요.

// 문자열을 [, , , ,] 이런 형태로 출력학기위해 스트링 선언

//그안의 배열을 폴문으로 돌려 데이터를 담는다

String str="[";

for(int i=0;i<size;i++){

str += elementData[i];

if(i<(size-1) ){

str += ",";

}

}

return str+"]";

}

public boolean addLast(Object e)

{

elementData[size++] = e;

return true;

}

public boolean add(int index, Object element)

{

for (int i = size - 1; i >= index; i--) {

elementData[i + 1] = elementData[i];

}

elementData[index] = element;

size++;

return true;

}

public boolean addFirst(Object element)

{

return add(0, element);

}

}

**엘레멘트 개수 알아내기**

###### 문제 설명

엘리먼트의 개수를 int타입으로 리턴하는 퍼블릭 메소드, size를 구현해봅시다. size 메소드는 멤버 변수 size를 돌려주기만 하면 됩니다.

해답설명

|  |  |
| --- | --- |
| 2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52 | class ArrayList {  private int size = 0;  private Object[] elementData = new Object[50];  // 빈칸을 채워 size함수를 구현하세요.  public  size()  {  // 멤버 변수 size를 리턴하세요.  return  ;  }  public Object get(int index)  {  return elementData[index];  }  public String toString()  {  String ans = "[";  for(int i=0; i<size; i++)  {  ans += elementData[i];  if(i<size-1)  {  ans += ",";  }  }  ans += "]";  return ans;  }  public boolean addLast(Object e)  {  elementData[size++] = e;  return true;  }  public boolean add(int index, Object element)  {  for (int i = size - 1; i >= index; i--) {  elementData[i + 1] = elementData[i];  }  elementData[index] = element;  size++;  return true;  }  public boolean addFirst(Object element)  {  return add(0, element);  }  } |

**ArrayList 탐색하기**

###### 문제 설명

특정한 값을 가진 엘리먼트의 인덱스값을 알아내는 indexOf 메소드를 만들어봅시다. indexOf 메소드는 다음 사항을 만족해야 합니다.

* indexOf 메소드는 int를 리턴합니다.
* indexOf 메소드는 Object 타입을 인자로 받습니다.
* indedOf 메소드는 찾는 값이 있다면 그 값이 발견되는 첫 번째 인덱스 값을 리턴하고 찾는 값이 없다면 -1을 리턴 합니다.

예를 들어 ArrayList에 [10,20,30,40,50]이 순서대로 저장되어 있다면, indexOf(20)은 1을 리턴하며, indexOf(100)은 -1을 리턴해야 합니다.

※ Object형을 비교할 때에는 비교 연산자 ==이 아니라 a.equals(b)와 같이 equals 메소드를 이용해야 합니다. 자세한 건 [자바에서 String 클래스의 equals() 메소드와 동등비교연산자 (==)의 차이가 무엇인가요?](http://hashcode.co.kr/questions/1989)를 보세요.

해답설명

class ArrayList {

private int size = 0;

private Object[] elementData = new Object[50];

public int size()

{

return size;

}

// 3가지 사항을 만족하는 indexOf 메소드를 완성하세요.

//엘리먼트의 index 검색

public int indexOf(Object o) {

for(int i=0;i<size;i++){

if(o.equals(elementData[i])){

return i;

}

}

return -1; //-1인 이유는 찾는 값이 없다는 뜻

}

public Object get(int index)

{

return elementData[index];

}

public String toString()

{

String ans = "[";

for(int i=0; i<size; i++)

{

ans += elementData[i];

if(i<size-1)

{

ans += ",";

}

}

ans += "]";

return ans;

}

public boolean addLast(Object e)

{

elementData[size++] = e;

return true;

}

public boolean add(int index, Object element)

{

for (int i = size - 1; i >= index; i--) {

elementData[i + 1] = elementData[i];

}

elementData[index] = element;

size++;

return true;

}

public boolean addFirst(Object element)

{

return add(0, element);

}

}

**파트5. 과제**

**원소를 무한히 저장하는 ArrayList**

앞서 만든 ArrayList는 배열이 꽉 차면 index에러가 발생합니다. 배열이 꽉 차면 배열 크기를 늘여, 원소를 무한정 저장할 수 있게 만들어보세요.

해답설명

public class ArrayList {

private int size = 0;

private Object[] elementData = new Object[100];

public ArrayList() {

}

public boolean addLast(Object element) {

elementData[size] = element;

size++;

return true;

}

public boolean add(int index, Object element) {

// 엘리먼트 중간에 데이터를 추가하기 위해서는 끝의 엘리먼트부터 index의 노드까지 뒤로 한칸씩 이동시켜야 합니다.

for (int i = size - 1; i >= index; i--) {

elementData[i + 1] = elementData[i];

}

// index에 노드를 추가합니다.

elementData[index] = element;

// 엘리먼트의 숫자를 1 증가 시킵니다.

size++;

return true;

}

public boolean addFirst(Object element){

return add(0, element);

}

public String toString() {

String str = "[";

for (int i = 0; i < size; i++) {

str += elementData[i];

if (i < size - 1)

str += ",";

}

return str + "]";

}

public Object remove(int index) {

// 엘리먼트를 삭제하기 전에 삭제할 데이터를 removed 변수에 저장합니다.

Object removed = elementData[index];

// 삭제된 엘리먼트 다음 엘리먼트부터 마지막 엘리먼트까지 순차적으로 이동해서 빈자리를 채웁니다.

for (int i = index + 1; i <= size - 1; i++) {

elementData[i - 1] = elementData[i];

}

// 크기를 줄입니다.

size--;

// 마지막 위치의 엘리먼트를 명시적으로 삭제해줍니다.

elementData[size] = null;

return removed;

}

public Object removeFirst(){

return remove(0);

}

public Object removeLast(){

return remove(size-1);

}

public Object get(int index) {

return elementData[index];

}

public int size() {

return size;

}

public int indexOf(Object o) {

for (int i = 0; i < size; i++) {

if (o.equals(elementData[i])) {

return i;

}

}

return -1;

}

public ListIterator listIterator() {

// ListIterator 인스턴스를 생성해서 리턴합니다.

return new ListIterator();

}

class ListIterator {

// 현재 탐색하고 있는 순서를 가르키는 인덱스 값

private int nextIndex = 0;

// next 메소르를 호출할 수 있는지를 체크합니다.

public boolean hasNext() {

// nextIndex가 엘리먼트의 숫자보다 적다면 next를 이용해서 탐색할 엘리먼트가 존재하는 것이기 때문에 true를 리턴합니다.

return nextIndex < size();

}

// 순차적으로 엘리먼트를 탐색해서 리턴합니다.

public Object next() {

// nextIndex에 해당하는 엘리먼트를 리턴하고 nextIndex의 값을 1 증가 시킵니다.

return elementData[nextIndex++];

}

// previous 메소드를 호출해도 되는지를 체크합니다.

public boolean hasPrevious(){

// nextIndex가 0보다 크다면 이전 엘리먼트가 존재한다는 의미입니다.

return nextIndex > 0;

// 순차적으로 이전 노드를 리턴합니다.

public Object previous(){

// 이전 엘리먼트를 리턴하고 nextIndex의 값을 1감소합니다.

return elementData[--nextIndex];

}

// 현재 엘리먼트를 추가합니다.

public void add(Object element){

ArrayList.this.add(nextIndex++, element);

}

// 현재 엘리먼트를 삭제합니다.

public void remove(){

ArrayList.this.remove(nextIndex-1);

nextIndex--;

}

}

}